**Практична робота №9.Написання програм з використанням символьних та рядкових величин**

**Мета**: навчитися писати програми з використанням символьних та рядкових величин, структур та масивів **на мові С++** в **консольному режимі.**

**Методичні вказівки щодо організації самостійної роботи студентів**

1. Прочитати (повторити) основні теоретичні відомості. Переглянути лекцію №12-13 "Покажчики, символьні та рядкові величини
2. Запустити середовище програмування С++ .
3. Записати програму, що виконує 3 завдання з пп.4.1-4.3. В першому рядку кожної програми записати

*// Група № Прізвище*

вказавши номер своєї групи та своє прізвище.

Як і в попередніх ЛР, програма повинна запитати номер завдання (число 1, 2, 3 або 0 для закінчення) і в залежності від введеного значення виконувати відповідне завдання. Якщо введений 0 – програма припиняє роботу.

Вхідні дані ввести, а результати вивести, використовуючи потокове введення-виведення даних.

1. Завдання:
   1. Написати програму, яка питає ім`я, порівнює з тими, що вона має як елементи символьного масиву (рядки типу string) та вітає або повідомляє, що “не знайома”.

Елементи символьного масиву задати через ініціалізацію (див. приклад в кінці теоретичних відомостей).

* 1. В заданому рядку "Don’t cut the bough you are sitting on." знайти і вивести найкоротше і найдовше слово, вказати номери позицій, з яких вони починаються. ***Вказівки:*** перегляньте потрібні функції (пошук символу, виділення підрядка, знаходження довжини рядкової змінної). Вам може буди потрібно ввести проміжні рядкові зміні, а для організації перегляду в циклі булеву змінну. Продумайте алгоритм.
  2. Розробити програму, яка запитує текстовий рядок, і в текстовому рядку замінює будь-яку кількість однакових символів, що йдуть один за одним підряд на один такий же символ та цифру, яка відповідає кількості видалених символів (Наприклад: ‘*1CABk3KKK111DeFf0100fk0cccccc*’=*’1CABk3K212DeFf0101fk0с5*’). ***Вказівки:*** початковий рядок вводити з клавіатури або визначається ініціалізацією; отриманий рядок виводити під початковим рядком.

Результати надсилати на електронну адресу викладача [**t.i.lumpova@gmail.com**](mailto:t.i.lumpova@gmail.com)у вигляді cpp-файлу з іменем у форматі

**<Номер групи><Номер лабораторної><Прізвище англійською>**

Наприклад, 21-01Ivanov.cpp.

В темі листа вказати, номер групи, прізвище студента та номер ПР як "ПР№9".

**Строк відсилки ЛР для ІПЗ-31**

**ІПЗ-32 26.10.2024**

**ІПЗ-33 26.10.2024**

Всі запитання, що виникнуть, надсилайте на електронну адресу викладача, тему в заголовку листа записати

**ОП+АМ-Запитання-<Номер групи>-<Прізвище >**.

**Основні теоретичні відомості**

Рядок – це послідовність символів, яка закінчується нульовим байтом *‘\0’*. Дана послідовність символів записується в подвійних лапках.

Послідовності в С++ представляються масивами або покажчиками, тому стандартно програми мовою C++ зберігають рядки як масиви типу *char*. Для оголошення строкової змінної необхідно всередині програми оголосити масив типу *char* з кількістю елементів, достатньою для зберігання необхідного рядка символів.

Головна відмінність між символьними рядками та іншими типами масивів полягає в тому, що C++ визначає останній елемент масиву. Програми мовою C++ представляють кінець символьного рядка за допомогою символу NULL, який в C++ зображується як спеціальний символ '\0', або нульовий байт.

Створення рядків, наприклад, відбувається наступним чином:

char str2[10]="Hello";

Для стандартної роботи з символьними рядками в стилі С++ призначена бібліотека string.h, яка містить наступні основні функції:

– **char \**strcat*(char \*dest, const char \*src);** – дописує рядок *src* в кінець *dest*;

– **char \**strncat*(char \*dest, const char \*src, size\_t n);** – дописує не більше *n* початкових символів рядка *src* (або весь *src*, якщо його довжина менше) у кінець *dest*;

– **char \**strchr*(const char \*str, int ch);** – шукає символ *ch* у рядку *str*, починаючи з голови, і повертає його адресу, або NULL якщо символ не знайдено;

– **char \**strrchr*(const char \*str, int ch);** – шукає символ *ch* у рядку *str*, починаючи з хвоста і повертає його адресу, або NULL якщо символ не знайдено;

– **int *strcmp*(const char \*str1, const char \*str2);** – лексикографічне порівняння рядків;

– **int *strncmp*(const char \*str1, const char \*str2, size\_t n);** – лексикографічне порівняння перших *n* байтів рядків;

**– char \**strcpy*(char \*dest, const char \*src);** – копіює рядок з *src* у *dest*;

– **char \**strncpy*(char \*dest, const char \*src, size\_t n);** – копіює до *n* байт рядку з *src* у *dest*;

– **size\_t *strlen*(const char \*str);** – повертає довжину рядка;

– **size\_t *strspn*(const char \*str, const char \*alp);** – визначає максимальну довжину початкового підрядка з *str*, що складається виключно з байтів, перерахованих в *alp*;

– **char \**strpbrk*(const char \*str, const char \*alp);** – знаходить перше входження будь-якого символу, перерахованого в *alp*, у *str*;

– **char \**strstr*(const char \*str, const char \*pstr);** – знаходить перше входження рядка *pstr* у *str*.

Однак окрім розглянутого вище стандартного способу роботи з символьними рядками в бібліотеці STL С++ є ще одна бібліотека для роботи з рядками. Вона дозволяє легко вирішувати наступні задачі з високою ефективністю:

– створювати, присвоювати, копіювати і видаляти рядки;

– виконувати перетворення типів символьних змінних;

– порівнювати рядки;

– поєднувати рядки;

– визначати довжину рядка;

– знаходити і заміщати потрібний фрагмент у рядку.

Для використання даної бібліотеки необхідно підключити заголовний файл <string>. Після цього операція створення нового рядка виявиться настільки ж простою, як і створення змінної будь-якого базового типу.

**string** hi(“hello”);

**string** lo=“greetings”;

**string** es=””;

Рядковим змінним можна присвоювати значення, як і змінним будь-яких інших типів:

**string** name(“Fred”);

name = “Paul”;

При цьому всі операції розподілу пам'яті будуть виконані коректно.

Операції + (конкатенація), операція порівняння (==, > тощо) дозволяють легко виконувати відповідні дії над рядками.

**Приклад програми з використанням масиву рядкових величин.**

**#include <iostream>**

**#include <string>**

**#include <Windows.h>**

**using namespace std;**

**//-------------------------------------------------------**

**int main()**

**{**

**system("color F0");**

**string month[5]={"april","may","june","july","august"};**

**string name;**

**bool found=false;**

**cout << "What month? ";**

**cin >> name;**

**for (int i=0;i<5;i++)**

**if (name==month[i])**

**{cout << "Hello, " << name << "!\n";**

**found=true;}**

**if (!found ) cout << "Not found " <<endl;**

**system("pause");**

**return 0;**

**}**

**Результат роботи програми**

![](data:image/png;base64,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)

**Деякі зауваження щодо роботи з символьним типом даних char**

***Тип даних char***

Змінна типу char займає 1 байт. Однак, замість конвертації значення типу char в ціле число, воно інтерпретується як ASCII-символ.

**ASCII** (від англ. “**A**merican **S**tandard **C**ode for **I**nformation **I**nterchange”) — це американський стандартний код для обміну інформацією, який визначає спосіб представлення символів англійської мови (+ декілька інших) у вигляді чисел від 0 до 127. Наприклад: код букви 'а' — 97, код букви 'b' — 98. Символи завжди поміщаються в одинарні лапки.

Символи від 0 до 31 в основному використовуються для форматування виводу. Символи від 32 до 127 використовуються для виведення. Це літери, цифри, знаки пунктуації, які більшість комп’ютерів використовує для відображення тексту (англійською мовою).

Наступні два оператори виконують однакові дії - присвоюють змінним типу char ціле число 97:

**char ch1(97);** // ініціалізація змінної типу char цілим числом 97

**char ch2('a');** // ініціалізація змінної типу char символом 'a' (97)

При використанні фактичних чисел для представлення символів (з таблиці ASCII) потрібна уважність. Наступні два оператори виконують різні дії:

**char ch(5);** // ініціалізація змінної типу char цілим числом 5

**char ch('5');** // ініціалізація змінної типу char символом '5' (53)

***Оператор static\_cast***

Якщо ви хочете вивести символи у вигляді цифр, а не у вигляді букв, то потрібно повідомити cout виводити змінні типу char в вигляді цілочисельних значень. Можна присвоїти змінній типу int змінну типу char і вивести її, але це не дуже хороший спосіб:

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**char ch(97);**

**int i(ch); // присвоюємо значенням змінної ch змінній типу int**

**cout << i << endl; // виводимо значення змінної типу int**

**return 0;**

**}**

Результат:

97

Кращим способом є конвертація змінної з одного типу даних в інший за допомогою **оператора static\_cast**.

**Синтаксис static\_cast виглядає наступним чином:**

static\_cast<новий\_тип\_даних>(вираз)

static\_cast приймає значення з (вираз) в якості вхідних даних і конвертує його у вказаний вами <новий\_тип\_даних>.

Приклад використання оператора static\_cast для конвертації типу char в тип int:

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**char ch(97);**

**cout << ch << endl;**

**cout << static\_cast<int>(ch) << endl;**

**cout << ch << endl;**

**return 0;**

**}**

Результат виконання програми:

a  
97  
a

**static\_cast** приймає (вираз) в якості вхідних даних. Якщо ми використовуємо змінну (в виразі), то ця змінна змінює свій тип тільки в інструкції з оператором static\_cast. Процес конвертації ніяк не впливає на вихідну змінну з її значенням! В наведеному вище прикладі, змінна ch залишається змінною типу char з колишнім значенням, чому є підтвердженням останній оператор з cout.

В static\_cast немає ніякої перевірки діапазону, тому при використанні занадто великих або занадто маленьких чисел для конвертованого типу, то відбудеться **переповнення**.

***Введення символів***

Наступна програма просить користувача ввести символ. Потім вона виводить цей символ і його ASCII-код:

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**cout << "Input a keyboard character: ";**

**char ch;**

**cin >> ch;**

**cout << ch << " has ASCII code " << static\_cast<int>(ch) << endl;**

**return 0;**

**}**

Результат виконання програми:

Input a keyboard character: q  
q has ASCII code 113

Зверніть увагу, що навіть якщо cin дозволить вам ввести декілька символів, змінна ch буде зберігати тільки перший символ (саме він і розміщується у змінній). Інша частина користувацького введення залишиться у вхідному буфері, який використовує cin і буде доступна для використання наступним викликам cin.

Приклад:

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**cout << "Input a keyboard character: ";**

**// припустимо, що користувач ввів "abcd"**

**char ch;**

**cin >> ch;**

**// ch = 'a', "bcd" залишається у вхідному буфері**

**cout << ch << " has ASCII code " << static\_cast<int>(ch) << endl;**

**// Звернуть увагу, що наступний cin не просить**

**// користувача що-небудь ввести, дані підтягуються з**

**// вхідного буферу!**

**cin >> ch; // ch = 'b', "cd" залишається в буфері**

**cout << ch << " has ASCII code " << static\_cast<int>(ch) << endl;**

**return 0;**

**}**

Результат виконання програми:

Input a keyboard character: abcd  
a has ASCII code 97  
b has ASCII code 98

***Розмір, діапазон і знак типу сhar***

В С++ для змінних типу char завжди виділяється 1 байт. За замовчуванням, char може бути як **signed, так і unsigned** (хоча зазвичай signed). Якщо ви використовуєте char для зберігання ASCII-символів, то вам не потрібно вказувати знак змінної (так як і signed, і unsigned можуть містити значення від 0 до 127).

Але якщо ви використовуєте тип char для зберігання невеликих цілих чисел, то тоді слід уточнити знак. Змінна типу char signed може зберігати числа від -128 до 127. Змінна типу char unsigned має діапазон від 0 до 255.

***Що використовувати: ‘\n’ чи endl (std::endl)?***

При використанні cout, дані для виведення можуть поміщатися в буфер, тобто cout може не відправляти дані відразу ж на виведення. Замість цього він може залишити їх при собі на деякий час. Це робиться в цілях підвищення продуктивності.

І '\n', і endl обидва переносять курсор на наступний рядок. Тільки endl ще гарантує, що всі дані з буферу будуть виведені, перед тим, як продовжити.

Коли використовувати '\n', а коли endl?

Використовуйте endl, коли потрібно, щоб ваші дані виводилися відразу ж (наприклад, під час запису в файл або при оновленні індикатора стану будь-якого процесу). Зверніть увагу, це може спричинити за собою незначне зниження продуктивності, особливо якщо запис на пристрій відбувається повільно (наприклад, запис файлу на диск).

Використовуйте '\n' у всіх інших випадках.

***Різниця між одинарними і подвійними лапками при використанні з символами***

Символи завжди поміщаються в одинарні лапки (наприклад, 'а', '+' чи '5'). Змінна типу char представляє тільки один символ (наприклад, літеру а, символ + чи число 5). Некоректним записом буде:

**char ch('56'); // змінна типу char може містити тільки 1 символ**

Текст, який знаходиться в подвійних лапках, називається рядком (наприклад, "Hello, world!"). **Рядок** (**тип string**) — це набір послідовних символів.

Ви можете використовувати літерали типу string в коді:

**cout << "Hello, world!";**

**// "Hello, world!" - це літерал типу string**

**Покажчики**

**Покажчики** — це змінні, котрі містять адресу пам’яті, розподіленої для об’єкта відповідного типу. При оголошенні змінної-покажчика слід вказати тип даних, адресу яких буде містити змінна, та ім’я покажчика з символом «\*».

Загальний формат опису покажчика має вигляд:

**тип \*ім’я;**

де **тип** — тип значень, на який вказує покажчик;  
**ім’я** — ім’я змінної-покажчика;  
«\*» — операція над типом, що читається «покажчик на тип».

Наприклад:

**int \*рn** – покажчик на ціле значення;  
**float \*pf1, \*pf2;** — два покажчики на дійсні значення.

Покажчики не прив’язують дані до якого-небудь визначеного імені змінної і можуть містити адреси будь-якого неіменованого значення. Існує адресна константа **NULL**, що означає порожню адресу.

Мова C++ налічує лише дві операції, які стосуються адрес змінних, а саме:

**«&»** — **операція взяття адреси** («адреса значення»);

**«\*»** — **операція розіменування** («значення за адресою»).

Операція взяття адреси **«&»** застосовується разом зі змінною і повертає адресу цієї змінної. Операція розіменування «\*» використовується разом з покажчиками і бере значення, на яке вказує змінна-покажчик, розташована безпосередньо після символу «\*».

Оголошення покажчиків можна здійснити одним з таких способів:

**<тип> \*ptr;**  
**<тип> \*ptr = <змінна-покажчик>;**  
**<тип> \*ptr = &<ім’я змінної>;**

Наприклад:  
**int \*ptx, b; float у;** — оголошені змінна-покажчик **ptx** та змінні **b і у**;

**float \*sp = &у;** — покажчику **sp** присвоюється адреса змінної **у**;

**float \*р = sp;** — покажчику **р** присвоюється значення (адреса значення), яке міститься в змінній **sp**, тобто адреса змінної **у**.

При оголошенні покажчиків символ «\*» може знаходитися перед ім’ям покажчика або відразу після оголошення типу покажчика і поширювати свою дію тільки на одну змінну-покажчик, перед якою він записаний:

**long \*pt;   long\*Uk;   int\* ki, x, h;** — оголошення описів.

За потреби для опису покажчика на комірку довільного типу замість ідентифікатора типу записується слово **void**, а саме:

**void \*р, \*pt;** — опис двох покажчиків на довільний тип даних.

**Перед використанням покажчика у програмі його обов’язково необхідно ініціювати**, іншими словами, необхідно присвоїти адресу якого-небудь даного, інакше можуть бути непередбачені результати.

Для одержання доступу до значення змінної, адреса якої зберігається в покажчику, досить у відповідному операторі програми записати ім’я покажчика з символом «\*» — здійснити операцію розіменування.

Розглянемо фрагмент програми з поясненнями:

**int \*р, \*р1;** — оголошені два покажчики на комірку пам’яті типу **int**;

**int х = 12, у = 5, m[7];** — оголошені змінні **х**, **у** і масив **m**, змінні ініційовані;

**р = &у;**     // р (&у); — покажчику **р** присвоєна адреса змінної **у**.

**cout << “Адреса р ” << р << “Значення за цією адресою = ” << \*р; ,**

Виведеться адреса комірки пам’яті, де записана змінна **у** і значення цієї змінної (**тобто 5**).

Використовуючи запис **х = \*р;**, одержимо **х = 5** тому, що **\*р = у = 5;**.

Змінити величину параметра **у** можна так:

**у = 10;**         // \*р= 10;  
**\*р = \*р+5;**    //у +=5;.

Остання операція означає збільшення значення змінної цілого типу на **5**, тобто **у= 15**.

При ініціюванні покажчиків їм можна присвоювати або адресу об’єкта (змінної), або адресу конкретного місця пам’яті (масиву), або число 0 (нуль), а саме:

**int \*pt = (char \*) 0x00147;** — присвоюється адреса комірки;

**int \*arrpt = new int [10];** — визначається початкова адреса розміщення динамічного масиву;

**char \*р = 0;** — здійснюється ініціювання нулем.

Оскільки покажчики — це спеціальні змінні, то в операціях з іншими покажчиками вони можуть використовуватися без символу «\*», тобто без розкриття посилання, наприклад:

**float \*pt1, \*pt2, х=15, m[5];**

**pt1 = &x;**

**pt2 = pt1;**

**pt1 = m**;         //pt1 = &m[0];

де **m** — ім’я масиву, що розглядається як спеціальний покажчик-константа.

**Приклад**

**#include <iostream.h>**

**#include <Windows.h>**

**using namespace std;**

**int main ( )**

**{ system("color F0");**

**int x = 10;**

**int \*px (&x); // int \*px = &x;**

**cout << "x =" << x << endl;**

**cout << "\*px =" << \*px << endl;**

**x \*= 2; //x=x\*2;**

**cout << "New value \*px = " << \*px << endl;\***

**\*px += 2; // \*px=\*px + 2;**

**cout << "Result \*px, Or x = " << x << endl;**

**system("pause"); //затримка екрану**

**}**

Результат виконання програми:  
![](data:image/png;base64,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)

Для змінної-покажчика існує своя адреса і тому будуть доцільними записи:

**int \*pt1, \*pt2;**

**pt1 = (int\*) &pt2;** — покажчику **pt1** присвоюється адреса пам’ятi де розташована змінна **pt2**.

**Обмеження на застосування операції взяття адреси**:

* не можна визначати адресу літеральної константи (оскільки для неї не виділяється комірка пам’яті), тобто такий запис, як **vp = &345;** — неприпустимий;
* не можна визначати адресу результату арифметичного виразу, тобто запис **vp = &(x + y);** теж неприпустимий.

**Дозволені операції для змінних-покажчиків:**

* операція розіменування «\*»;
* операція взяття адреси «&»;
* операція присвоювання «=»;
* операції інкремент «++» і декремент « –-»;
* операції додавання «+» і віднімання «-»;
* операції відношення (порівняння) покажчиків однакового типу: «==», «!=», «<», «<=», «>», «>=».

У мові C++ масиви і покажчики зв’язані між собою: ***ім’я масиву визначається як покажчик-константа на початковий (нульовий)елемент масиву.*** Так, наприклад, при оголошенні одновимірного масиву у вигляді **int mas [20];** його ім’я **mas** – покажчик на адресу початкового елемента масиву **&mas[0]**.

Існує два способи доступу до елементів масиву:

* з використанням індексу елемента масиву, наприклад, **mas[2]** або **mas[i];**
* з використанням адресного виразу, тобто виразу з покажчиком на масив, наприклад, **\*(mas + 2)** або **\*(mas + і)**.

Ім’я покажчика на масив можна записати так:

**int mas [20];**  
**int \*ptr1;**  
**ptr1 = mas;**      *//ptr1* *= &mas[0];,*

тут вирази **&mas[0] і mas** — еквівалентні.

Оскільки в комп’ютері для масивів завжди є суцільний блок комірок пам’яті, в яких розташовуються їх елементи, то адресу наступного елемента **mas[1]** можна вказати шляхом збільшення покажчика на **1**, а саме:

**р = &mas[0];**

**р++;** *//р=р  + 1;*

Таким чином, адреса **і**-го елемента визначається як **р + і**. При цьому з урахуванням типу масиву і відведеної кількості байтів для кожного його елемента автоматично виконується операція збiльшення адреси, тобто:

**адреса х[і] = адреса х[0] + i\*sizeof (тип);** .

***Для покажчиків, які посилаються на елементи масивів різних типів, результат арифметичних операцій і операцій відношення невизначений.***

До двох покажчиків **р1 і р2**, що вказують на елементи одного масиву, застосовують операції відношення: «==», «!=», «<», «<=», «>», «>=». При цьому значення покажчиків розглядаються як цілі числа, а результат порівняння дорівнює **0** ( »неправда») або **1** («істина»). Так, відношення вигляду **р1<р2** є «істина», якщо **р1** указує на більш ранній елемент, ніж **р2**. Будь-який покажчик можна порівняти з нулем.

В арифметиці з покажчиками можна використовувати адресу неіснуючого «наступного за масивом» елемента. До покажчиків можна додавати або віднімати від них цілу величину.

В обох випадках результатом операції буде покажчик на вихідний тип, значення якого на вказане число елементів більше або менше вихідного. Тобто, якщо до покажчика **р** можна додати деяку цілу величину **n**, а саме: **р + n**, то цей вираз визначає ділянку об’єкта, що займає **n**-не місце після об’єкта, на який вказує **р**, при цьому **n** автоматично збільшується на коефіцієнт, що дорівнює відповідній довжині об’єкта. Наприклад, якщо **int** займає 4 байти, то цей коефіцієнт дорівнює чотирьом.

Допускається також операція віднімання покажчиків, що вказують на елементи одного масиву. Так, якщо **р1 < р2**, то **р2 – р1 + 1** — це число елементів масиву від **р1** до **р2** включно.

**Запитання**

1. Що таке масив та які існують різновиди масивів?
2. Як здійснюється звернення до елементів масивів?
3. Що таке рядки та значення елементів символьного типу?
4. Що являє собою масив символьного типу?
5. Як здійснюється введення символьних даних?
6. Як можна в програмі визначити рядок символів?
7. Як виконується порівняння даних символьного типу?
8. Як визначити кількість символів у рядку?
9. Як описуються дані типу структура?
10. Які типи полів може містити структура?
11. Назвіть функції визначення довжини рядка.
12. Назвіть функції додавання одного рядка або його частини до іншого рядка.
13. Яка функція використовується для включення рядка в рядок.
14. Яка функція використовується для вилучення символів із рядка.
15. Яким чином можна замінити частини рядка або увесь рядок?
16. Як обміняти зміст двох рядків?
17. Яка функція використовується для виділення частини рядка?
18. Як здійснити пошук позиції входження підрядка в рядок?
19. Як порівняти рядки або їхні частини?
20. Яка функція виконує перетворення рядка типу string у рядок типу char?